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Experiment No.: 9

Title: C++ program for simulatingjob queue.

Objectives: a) To understand the concept of queue.

1. To understand various operation of queue.
2. To understand use of various operations of queue using array.
3. To understand the concept and use of priority queue.

Problem Queues are frequentlyused in computer programming, anda typical exampleis the creation ofa

Statement: job queue by an operating system. If the operating system does not use priorities, then the jobs

are processed in the order they enter the system. Write C++ program for simulating job queue. Write functions to addjob and delete job from queue.

|  |  |
| --- | --- |
| Outcomes: | * Understanding the concept of queue. * Understanding the various operation of queue. * Understanding use of various operations of queue using array.  Understanding the use of priority queue. |
| Theory: | Queue is a linear structure which follows a particular order in which the operations are |

performed. The order is First In First Out (FIFO). A good example of queue is any queueof consumers for a resource where the consumer that came first is served first.

The difference between stacks and queues is in removing. In a stack we remove the item the most recently added; in a queue, we remove the item the least recently added.

Array implementation Of Queue

For implementing queue, we need to keep track of two indices, front and rear. We enqueue an item at the rear and dequeue an item from front.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 7 | 2 |  |  | 1 |  |
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Figure I : Representation of queue Operations on Queue:

Mainly the following four basic operations are performed on queue:

* enqueue(): Adds an item to the queue. If the queue is full, then it is said to be an Overflow condition.
* dequeue(): Removes an item from the queue. The items are poplkd in the same order in which they are pushed. Ifthe queue is empty , then it is said to be an Underflow condition.
* isfull(): checks if queue is full.
* isempty(): checks if queue is empty.
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isfull() Operation: isempty() Operation :

|  |  |  |
| --- | --- | --- |
| bool isfull()  MAXSIZE - 1) return true;  Else return false; | | bool isempty()    return true;  Else return false; |
| nqueue perat on(l.e. Inse int enqueue(int data)  if(isfull()) return 0; rear: rear+ l ; queue[rearl = data; return l ; | on): | equeue pera on( .e e etlon): int dequeue()  if(isempty()) return 0; int data = queue[frontl; front = front + l ; return data; |

Priority Queue is more specialized data structure than Queue. Like ordinary queue, priority queue has same method but with a major difference. In Priority queue items are ordered by key value so that item with the lowest value of key is at front and item with the highest value of key is at rear or vice versa.

A priority queue is used to handle the job queue of an operating system. So for the implementation of jobs of operating system priority queue is used. As the jobs are assigned in queue depending upon their priority.

Priority Queue is Collection of entities or elements in which:
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|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Insert  New Element  (with priority)   |  | | --- | | 37 |  |  | | --- | | 21 | | 24 | | 61 | | 82 | | 97 |   Rear  Front | Rea r | |  | | --- | | 21 | | 24 | | 37 | | 61 | | 82 | | 97 | |

Figure 2: Insertion of element in priority queue depending upon priority.

Applications of Queue:

Queue is used when things don't have to be processed immediately, but have to be processed in First InFirst Out order like Breadth First Search. This property of Queue makes it also useful in following kind of scenarios.

1. When a resource is shared among multiple consumers. Examples include CPU scheduling, Disk Scheduling.
2. When data is transferred asynchronously (data not necessarily received at same rate as sent) between two processes. Examples include 10 Buffers, pipes, file 10, etc.

Enqueue Operation

As queue maintains two data pointers, front and rear, its operatiorus are comparatively more difficult to implement than Queue.

The following steps should be taken to enqueue (insert) data into a queue:

Step 1 — Check if queue is full.

Step 2 — If queue is full, produce overflow error and exit.

Step 3 — If queue is not full, increment rear pointer to point next empty space.

Step 4 — Add data element to the queue location, where rear is pointing. Step 5 — return success.

Dequeue Operation

Accessing data from queue is a process of two tasks — access the data where front is pointing and remove the data after access.

The following steps are taken to perform dequeue operation:

Step 1 — Check if queue is empty.

Step 2 — If queue is empty, produce underflow error and exit.

Step 3 — If queue is not empty, access data where front is pointing. Step 3 — Increment front pointer to point next available data element Step 5 — return success.

Insertion operation of priority queue: void insert(int data) int i = 0;

// if queue is empty, insert the data

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCAC1ANcDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD7Jtvi1oOkyfGa/wDDi+ItR13Rt81/a3aZjglWElfJVsDZjDHHYVynwZ8X2uk/A1PjVrMWuW+ppoHnXkN1Jstb2RiWVljVmB+YoueOvtVbS/C3i228YftG3j+CtYWDxJatHpLbYsXTfZfKBX5+AWPO7HGau6f8M/Evib9gf/hCLrRLzRvE1r4fWD7BdhCxmi2vsQqxGCU2jnvSA6n4m3Hiq2/ZN8Y66uoyp4rvtHe/+0QnAt9y7gkeOyrkcVS03xppWn2vwHsvF19rq+J9TgjSzNmc29xcPBuZbj1AUE122i+KIvGX7Oq3dro9xrc0mjfZJdHgwszSKnlvHhsbWz649eled/Gjw/4i17xl8Ar7RvBurPp2i6h9tvlTy2/s+MwGNVf5uWBIzjPFMD1jT/jZoetay+nWFlqF/bpqT6RLfW8KtBHcLncCQ2VX5T8xGOlfL3hnXNLj/aw+L+g+LPG+sWegabFZzWFq2qSRxxO6neV2DP5murb4YeJLP4wW3jLwPo+s+DtVvNc8rXtOkCtpd/ZgHNxt3HbJtGRjksRkdau/B/wX4gT9rn4teINc8Eahb+HtchtYdP1K+igaN/LBDZwxKg9uO4oA6H4S/Fjwj4b17S9G0vWtf8QWXjKaa60W4vMzwxpCMSR+YWyvzc4I5zWv4q+LGlfFb4R/FiPQJNY0e+8MxXthcuYxbypcRws+Y2BOV4HPvXO/HPwDqXhD4nfCPxR4V8KXOraLoN7eLeafpATfCJ1ADKrFQRuHPtmuY8B+D/GemeDP2jDe+DNRgu/E+oXl3pVqPKZ7iOWAog+/hSCe+KmS6k63MKz8R662h/sj6i+ual5urXCQaipuSY7hfsxbdICOWDd/avfvA3jC4+K3jzxesU0sXhzw3ctoyRwt81zc7AZXJ/2TlR+deAweCvGsPhf9mK3PgbWln8K3PmayNsK/ZV+zsh3EvyMn+HNesfs62dx4B+IXxX8IX4MNxPrUuuae0g2ia2mwQy+oB4NONuUp72RteB/F1/4i8TeO/hnql5INY0IQ3NlqMXDvbTLuhkPup4PrzW78AfiZc/Erwvff2kgi1vRdRn0fUUHRpYSBvH1BH51558LYzqf7RXxb+JEkpt/DMNra6PBcyfKspgUvLICf4QSV98cZrR/ZB0HUI9F8aeLdQie2/wCEu8Q3OrW9vIMFYc7FYDsGAzzSjd7kq/U+g1606mr1p1UUFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAFO41C1s2jWadIfMYKnmPjcfQEnn8KnbLZ28HHDEZ/EV8+eOGbXP2xPAGmAm6srDQL29mtg7bIpXkULI6+u0MBn1r6DUHIHQj8qBGbpfh2y0e4vJbG2W2a7l86VU4Vnxy2B3PetMKe/6cf1pwFOoGM2np29CM/1pCp4PzZz61JRQBEIzngAZOTgml2HGB6981JRQBC0bHOODwBknP41lap4W0/WrqG6urUG5iDokwOJAjAhl3f3Tk8dK26KSVgMNvB+ktoJ0X+z4V0tuGtU4VhnJz65rTtbRbWGKKJFjijUKqIMKqgYVQPQCrNFMBoFOoooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAPnXxVIvh/8AbQ8Fzoy20eseGryC4kJwJ3jkDRKT6qu7j3FfRG4Zz68Vl6h4Z0zWbi0uL6xhuLi0dngldQWiJ67T1Ga1Oec0ALmlpq9adQAUUUUAFJkVl6z4o0nw/dada6jfw2dxqM32e0jlbBmkxnavqazvFXxG8NeCPL/t3V7fTfMAYednoTgE4HAzxz34oA6XIoyKoS61YwyQJJdxI84zEC33xgHI9Rg9elVvDvivSPF2mf2jo1/DqNlveLzoDldykhh+BFAGxmlqPzFDYJxjjmneYu7G7JoAdSZFJuVhwQarXuoW2m2st1dzx21tCu6SaZgqKPUk8CgC1mlrg7X45/D+6uEij8X6SZJHEUYa5VRKxIUKhPDkkjhc13JcbSew68UAOyKM1H5i7sbhnOP5/wCBpfMUN19qAJKTIprSL0zz9KYJUbGGyD0PY8dfp70AS5paYGHB7etODBsYPWgBaTIobpTf/wBXSh7AOyKM1la94m0nwvY/bNX1G2021yB5t1IEBJ6DnvWikyNGJFcNGRkMpyCKlO4EtFVrPUrW/aVbedJWicxyKp5Rh2I7GiqAs0hpaKAGgU6iigApjttRjnHHWnGmkHFD2A8R/aE+It14B8U/DSFfD+m6zaatryWT3F5GWlsmKMfMh5GGwDzmvOPB8HiHxN+2Z8UNL1caLf6TDpOmb7a4tpJEEZ3HCBmIDZCk+pHFeo/Hz4M6/wDFbXfAl9o2radpkXhvV01aWO8tWla4KgjYCGGODUHgz4L+J/Dn7QfjH4hXesaTcafr9lZ2Y0+G1kV4fIDfMGLEclqm90Izfgn4in8feLviX4nkEbNpWqSaHpNs5xHbwwLgjHbe5J47HFeM658fvGN/+z7oOu+HbPRvCF5c+O00S4gtYH8oxi8ZNwO4feKjd3wTiva/hz4O1P4SfE7x5piLnRvFN42raVdFSywTsh82J9vIGRuycDjGa4O1/Y+8WW/wRk8Fv4n0ttWg8VDxRZXsVrIkQfzjIY5F3ksOT/OmBveOv2jvEGk6p4q0Pw/Dp93rnhi0hN3DJaXUovbhojIYofL3BMjGC+OSKk8SftIeLre9+D0OleHbS2bx80kU1vqxkSbT5FiD4YA9PbGe3BqzdfAz4kaD8UNR8aeD/FujabL4gt4F1zTr2weaBp41I86H5sg8L1rQ8d/ATxV4q8afCnWoPEtk8fgy7mvLg6lBJNLeSSLtbaQ2FGOgoGcL/wANIfFKTR/inGukeGv7S+H87/apj54ivYhH5oEaElkYr3YsO3B6cl8cPiU3xl+KH7Ofha4D2fhLxZ/xOdQsyxAnKpuW3bBGV3DPPYGvSYf2Z/F8cnxnLeIdFZPiAxMIaykJswY/LIb5+cD0p+vfsj3Hib4U/D7SbjxAuneNvA6RvpWv6fC2wSKMENGz8owyp56McUwPVvG3wb8LeOtDs9K1DR7NLeyure7tXigRGt5IpFddmAMAbAOOua4DTfjh4r8dXXj+58H6bYHSfCNxLZZ1LzPMv5ol3SbNvTpgZx19K7HQNH+KN19mh8Qav4dt443Hn3Ok2cnm3AUg9HbaobkEehNcovwC1/wnL4/t/Bms2Njpfi64kvZIr63Z2sbiRdsjRYOCCOmehNIDA0L9qi/8WeJPhGNI06zOgeOLe6a4Mxcz2c0QXIGGxjJIptj+0p4rm+H/AMadZl0rSH1f4f6lc2UUMMkphuY4l3gv82Qx4qTWP2UL7w7YfClvAGr2lhqHgQyxo2rQtKl0ky4lJ2kEMTlh9BUOn/sv+LrHwP8AGDRX8UaZdXnj28kvVuJLSQLbPIm18gP8wx0/CgBfCn7RXjaTxz8MrDxJpGj2+i+OdNkuLZtPeXz7aZI1fDbmwVKuPf8AHir/AOzd448aeMPib8YLfxFqOnz6doviF9Ot4YY5EaBVjj2BMtgKQcn3qKH9m3xaPEHwav28QaOYvAcEkFwn2OTddhkWMlTv4O0Z5rrvhL8HfEHwz+JfxB1f+1LG68O+KNS/tVLTynFzDMY1UhnLEEce9MDq/E3ibxfpOrmLSfBkes2apkXR1VIST6bDGT+tUo/Gnj1oJWb4fRCZMbYv7aT5s+/lkdKt+KPhBpPizVpNSu77WIbh02lbPUZIk/ADFZ8XwH0OKGeH+0/EBSUr839sT5GP+BUAT2HjLx3c3sEV18Po7S2dwsk662khQHvt8sZ/OtvxV8RvC3gSS2HiLxBpeiNMD5R1C5SIyAddpYjNYOn/AAL0PTL63u49T195IXDqs2rTOhIPcE8ius1vwho3ihojq+kWOpGPOw3duk20eg3Dj8KAPnz9u2PTdb/ZzfUofKvY1v8AT3t7qM7l2m4jOVI4IIzX0PoLBtD08fK263jBXpxtGePxH515h+0h8Gdb+MHwzi8I+HL7S9Ah+0W87vdWpkVVidXCIqkY+6B+Nen6Dp91YaLZ2t9JFNcRwpFI8CsiEhQCQCx9KEkkLU8O+J3i+X4S/tCeDbu3fZpni6zvLW9tlztM9unmxy4/vFXZT9KKteIPAc/xg/aC0fWbmCSLwx4RtLmGJ5RgXV5OAjFQecKgxnGDng0VKbK0PfqKKKoQUUUUAFIaWigBjfKMmsmfxVpNvr0OivfQ/wBrTRmZLMHMhTn5iB0HB5PpWvJ9w5GRXzv8P1Gs/tifEjUoh51tYaHYab5jAfu5dzSOgB5AwV5x3+tTHSViZaK59DGNW2kjfjpmlIO7OOvWlHanUyhu00bTTqKYDdpo2mnUUAN2mjaadRSAbtNG006imA0CnUUUAFFFFACGkAp1JmgAbOOKaAfSn0UAQxx7G4XaM5wMY+ooqaigQUUUUDCiiigAooooAbJypFfPfhOGXQ/2yfGyzRvaWmr+H7K4tjtIjuJEZlk56FwAufb6GvoRs7eM9e1QNYwyTJI8EbPHkI5UFlz1weopW1uJq5OO1OpMD0paYwooooAKTpS01iMdfakwDcPXvil3CuZ8U+LLnw7faNbwaHf6umoXBt5JrMDZagAne+TnGRj8a6FW6dSc4HBzj1IoWqAlyKNwHU4qpd6laWDQLcXEcLXEnlRK7AF39B6ng1z3xO+JGjfCfwLrHivXZjDpmlxebMVHJ5GAPXOf50X6sXkjqxIG6euOlLkVieGPE9j4s8PadrmmzLcaffQJcQyqd2UddwAx+FbG4ZIpgPyKMimbhwM9envQzhevpk0DHE0mcEZ45xTdw7c84455rzzRPjJa+IPiZr3gyw0q9mutF8r7bekr5CmRdyAHPcen40AejbhnHelyKi8xVcID15HvTmdUUsx2qvJLcCkA/qKK5vx14ruPB/hq51W00O+8RXEJUCw07b5z5dVO3cQOMknnopooA6WiiimAUUUUAFFFFABSZoY4FNB5oAfRSZpaACiiigBG6UxvunNPNNZNwwQCO+aAPnr9qTxJrvhnxb8JX0bW7zTrfUPEsdleWtsRsuIyhOH9sgV5F4q1DxVqviL9oiEeOtesbPwrEl9pEFndgJDILcS7ckfMpIYbc5r6i+J3wT0D4r6l4fvdck1LzdCvFv7L7FfNAEmXgMQvWsH/AIZh8IPeeOLlpdaM3jKIQ6u39qSjzlAK/KM/L8vHFC0VgPn7xvqGo/ETVv2VNW1HVL63vtWkdrprW7aFWkFmGD4x3LHOR616p8c9Uj8XeONJ8DvoGpeKdEsbWW+1q3stj53KyQRvvI5wXb8R6V1uofsxeD77wt4L0MHVIbfwhJ5uj3EWoSLcwfKFK+bnJBUYOexrovA/wb0PwD4o8Q6/p1xqdxqOuvG99JqF9JOHKLtXAY4AwSOlJq6sC0dz5+/Yd8XajpOn+Mfg7rsV5pWr+EbuRbCK82i4/s+UloWXBION2Mg9q5H4WyeNPE/7PXjHx/f/ABM8Sf2vo763b2sCXYWFhEzGMspXlhivpSb9m3wrN8XLv4ki51yDxXc2/wBkluINVmSJ4cEBPLDbcDPGRTfDP7M3g/wj8Pdc8FabNrUWga1JNJdxNqcjOWmOZCrE5XPTj1otrcVrHifhlde0n9n3w7401X4o62mq+JLbTVlWciUO5PEUChflaQZXPbNbfw01TxT428WfGr4f/wBs6rpUdglv/ZM8l8ZLqxeWHI/eAfKd3bmvStW/Zb8Fax8LdG+H9ymoy6Bos0M+nFr6X7RbPEcoVl3ZyPeqUfwf0T4G3HiX4g+HdM1/xDr1xYxpd6euoNLJqBTgHDtgyYPU8VTdyjy34B+P9e+JWi+C/BV/r+rx+MvC+oXEPief7WxnlFuzIPNY9RKSjDjotdl8H5DD+0z8c3RFaVXsCsKn7xFtnAJ7n6V1HwM8GmfWPFPxDv8Aw23hrWvF0kbyWUwHnpDGgRPN25G8gZql4C8D+K/Cn7QnxD8QXGmRTeH/ABI9o9vdR3YEiGKEId8fTt2pEoyPFPxI8Vt8YvBvl+B9SUCy1HFuL5MTY8nDY6cDHX+97GtL45ePvE9v8M9aEfgvUI99nvadbyNfKfI4yBn8RXr954VsdS8SaZrlwjG/05Jo7dt5wFkwG4+i0/xN4btfFWh3mlX6GW1uU2OqkqeuRzn1AqWM+cvjd8QfF8f7Oup6raW+p+Br7Tksnh1CO6VvN3yxowyM4yr9/Wiva/iR8ItD+KHgk+FdYF4NHzGPLtLt4GIQqVy688FRRTQHdUUUUwCiiigAoopG6UANkYBTnnPHHvXm1v8AFWWD45N8Pr6wWI3Glf2vZ3sLfLIiuY2RgehBBr0eRtqk18/eMlaH9srwI+n5k1B/DV5HdpMfkW1EoKsv+1vyPpSv71gPoRetOpq9efWnUwCiiigAooooAQ0m006igBu00bTTqKAG7TRtNOooAbtNG0/SnUUAReWd3Qkfr9etP2n1NOooAaBTqKKQCGilopgFFFFABRRRQAUhNBpvSgBG6cda8rj+GOp3n7RH/CfXcsFvpljon9l2lvGSzys8rO7se2OK9D1zxDpnh2z+06nqNrpsBOFlupliUn0BYgGvIv2kfjHqvw/+EA8YeCrnS9Qj+2W8TzyP5sbRySKhKFcjI3d6nrcD29WG4fj+lOyK5xPG2j2NtaDU9VsbG8nhSVoZp1jI3Ac4JyATnk1PrnjXw/4ZaJdX1zTtLaXBjW9ukhLZ4GNxFNCNzNLUUM0cyq0brIrAMrKcggjIIPp71LTAKKKKBhRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABSMNw/WlpKAPlL9prxMPCfx5+HV14g1g6B4Mmsrq3e/mtUuLVLstlPODgooZcqGPGWHOcV5l8XtE8HfD/8AZP8AE9r4e8Tza5pN54ktJor26KLC7tcRtIsGABsHPTj8K+6NX0Gw16zNtqVjb6hb5yIrqJZFB+hBqCbwzo97YRWEulWM2nptMdq1sjwqOfuqRgd6QHx18Zry58O+L9Z8a+Gr/SfF1jHYWNv4l8H6oVZpYiAUmsnzkPgjjpVDxJr2ia/8YfiL4c+IXihvBmn6/ptm+lR6jao/nWj2+SsTOOJI3Lfc5zX2pJ4V0mWZZ5NKs2nQKFl8hMgD7q8DlR6Gnal4X0jWJreS+0qyvZIP9U9zAkhjHopYHHPp0piOd+CumWmi/DXQNOsLq+vbGztlgt7jUv8AXyxrwrN3wR613VQwp5e1QMKo4HYewqagYUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFNZgASegpW6UxuhoA4j43ePpvhj8K/FHim2hW5uNKsXuIonJ2lwPl3Y7ZIJ9hWp8O77UNU8G6LfarOk+oXdrFcytGuxAXQNtUegz3rzb9smOd/2d/F7xuFtY4Ue7TIDTQiRN6g9sjI/GvT/BMkE3hHQZLVGS1ayhMSHqqmMFfyBxUxdyW9ToOtJtNC9adVFDQKdRRQAUUmRRkUALRSZpaACikzS0AFFJmloAKKKTNAC0UUUAFFJkUZoAWiiigAooooAKKKKAEbpSDrRRQtwOV+Kngi0+JHw98QeGb6V4LXUrR4HljALJkZBGfQgUfDO1m0/wAEaNZT3H2uS1tY7fzygUuqLtBIHfAooqI9SJbnVL1p1FFWWFI3SiigBtFFFACr1pW6UUUAIvWlbpRRQAi9adRRQAjdKRetFFADqRulFFADaVetFFADqKKKAP/Z)intArray[++itemCountl = data;

// start from the right end of the queue itemCount++•, for(i = itemCount - I ; i O; )
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Enter how many jobs: 5

Enter Job (job priority I -9) : 7 Enter Job (job priority 1-9) : 3 Enter Job (job priority -9) : 4 Enter Job (job priority I -9) : I

Enter Job (job priority I -9) : 2

Dequeuejobs:

Job: 1 Job: 2 Job: 3

Job: 4

Job: 7

|  |  |
| --- | --- |
| Conclusion: | Thus, we implemented simulation ofjobs using priority queue. |
| Questions: | Explain queue ADT.   1. Explain linear and priority queue ADT. 2. Explain array representation of queue. |

4. What are the applications of linear and priority queue?

Code:-

#include <iostream>

using namespace std;

#define n 5

class Queue

{

    int Q[n], front = -1, rear = -1;

public:

    void Enqueue()

    {

        int c;

        if (rear == n - 1)

        {

            cout << "QUEUE OVERFLOW " << endl;

        }

        else if (front == -1 && rear == -1)

        {

            front++;

            rear++;

            cout << "ENTER AN ELEMENT: " << endl;

            cin >> c;

            Q[rear] = c;

        }

        else

        {

            rear++;

            cout << "ENTER AN ELEMENT" << endl;

            cin >> c;

            Q[rear] = c;

        }

    }

public:

    void Dequeue()

    {

        if (front == -1 && rear == -1)

        {

            cout << "QUEUE UNDERFLOW, NO ELEMENTS TO DELETE " << endl;

        }

        else if (front == rear && front > -1)

        {

            cout << "THE ELEMENT DELETED IS: " << Q[front] << endl;

            front = front - 1;

            rear = rear - 1;

        }

        else

        {

            cout << "THE ELEMENT DELETED IS: " << Q[front] << endl;

            front++;

        }

    }

public:

    void Display()

    {

        if (front == -1)

        {

            cout << "NO ELEMENTS TO DISPLAY" << endl;

        }

        else

        {

            cout << "THE ELEMENTS ARE: " << endl;

            for (int i = front; i <= rear; i++)

            {

                cout << Q[i] << endl;

            }

        }

    }

};

int main()

{

    Queue Q;

    int d;

    cout << "1.ENQUEUE/ENTER." << endl;

    cout << "2.DEQUEUE/DELETE." << endl;

    cout << "3.DISPLAY." << endl;

    cout << "4.EXIT." << endl;

    do

    {

        cout << "ENTER YOUR CHOICE: " << endl;

        cin >> d;

        switch (d)

        {

        case 1:

            Q.Enqueue();

            break;

        case 2:

            Q.Dequeue();

            break;

        case 3:

            Q.Display();

            break;

        case 4:

            cout << "EXIT" << endl;

            break;

        default:

            cout << "INVALID INPUT." << endl;

        }

    } while (d != 4);

}

Output:-

1.ENQUEUE/ENTER.

2.DEQUEUE/DELETE.

3.DISPLAY.

4.EXIT.

ENTER YOUR CHOICE:

1

ENTER AN ELEMENT:

1

ENTER YOUR CHOICE:

1

ENTER AN ELEMENT

2

ENTER YOUR CHOICE:

1

ENTER AN ELEMENT

3

ENTER YOUR CHOICE:

3

THE ELEMENTS ARE:

1

2

3

ENTER YOUR CHOICE: